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**Задание 1.**

Реализовать алгоритм Карккайнена-Сандерса.
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fulltext = "abbacab"  
  
def create\_sa(text):  
 # построить s12  
 s12\_unsorted = create\_s12(text)  
  
 # отсортировать s12 суффиксы  
 s12\_with\_ranks = sort(text, s12\_unsorted)  
 s12\_ranks = [value[0] for value in s12\_with\_ranks]  
  
 if len(set(s12\_ranks)) == len(s12\_ranks):  
 s12 = [value[1] for value in sorted(s12\_with\_ranks, key=lambda x: x[0])]  
 else:  
 sa\_s12 = create\_sa(s12\_ranks)  
 s12 = [s12\_with\_ranks[idx][1] for idx in sa\_s12]  
  
 # отсортировать s0 суффиксы  
 s0 = create\_s0(text, s12)  
  
 # создать массив для слияния и слить их  
 inverse\_sa = create\_inverse\_sa(len(text), s12)  
 merged\_sa = merge\_sa(text, s0, s12, inverse\_sa)  
  
 for xx in range(len(merged\_sa)):  
 print(merged\_sa[xx])  
 return merged\_sa  
  
  
# создать массив s12  
def create\_s12(text):  
 s1 = []  
 s2 = []  
  
 # заполнение массивов триплетов  
 for idx in range(len(text)):  
 if (idx % 3) == 1:  
 s1.append(idx)  
 elif (idx % 3) == 2:  
 s2.append(idx)  
 return s1 + s2  
  
  
# сортировка s12 суффиксов  
def sort(text, sa, s0=False):  
 triplet\_idx = 2  
 if s0:  
 triplet\_idx = 0  
 sorted\_sa = sa  
  
 # сортировка массива sa  
 for i in range(triplet\_idx, -1, -1):  
 buckets = dict()  
  
 for text\_idx in sorted\_sa:  
 triplet = get\_triplet(text, text\_idx)  
  
 checked\_i = i if i < len(triplet) else len(triplet) - 1  
  
 if triplet[checked\_i] not in buckets:  
 buckets[triplet[checked\_i]] = []  
  
 buckets[triplet[checked\_i]].append(text\_idx)  
  
 sorted\_sa = []  
  
 for key in sorted(buckets.keys()):  
 sorted\_sa += buckets[key]  
  
 # получим ранги  
 ranks = dict()  
 rank = 1  
  
 for text\_idx in sorted\_sa:  
 triplet = ''.join([str(x) for x in get\_triplet(text, text\_idx)])  
 if triplet not in ranks:  
 ranks[triplet] = rank  
 rank += 1  
  
 # совмещаем s12 и ранги  
 s12\_with\_ranks = [(ranks.get(''.join([str(x) for x in get\_triplet(text, idx\_original)])), idx\_original) for idx\_original in sa]  
  
 return s12\_with\_ranks  
  
  
def get\_triplet(text, idx):  
 triplet = []  
 for text\_idx in range(idx, min(idx+3, len(text))):  
 triplet.append(text[text\_idx])  
  
 while len(triplet) < 3 and isinstance(triplet, str):  
 triplet.append("$")  
  
 return triplet  
  
  
# сортируем s0 суффиксы  
def create\_s0(text, s12):  
 s0\_unsorted = []  
  
 for idx\_text in s12:  
 if ((idx\_text - 1) % 3) == 0:  
 s0\_unsorted.append(idx\_text - 1)  
  
 if len(text) % 3 == 1:  
 s0\_unsorted.insert(0, len(text) - 1)  
  
 # сортируем s0 - но только по первой букве  
 s0\_with\_ranks = sort(text, s0\_unsorted, s0=True)  
  
 # извлекаем значения для s0  
 s0 = [x[1] for x in sorted(s0\_with\_ranks, key=lambda x: x[0])]  
 return s0  
  
"""  
слить s0 и s12  
"""  
  
# создаем обратный sa для слияния  
def create\_inverse\_sa(len\_text, sa):  
 inverse\_sa = [-1] \* len\_text  
  
 for sa\_idx in range(len(sa)):  
 inverse\_sa[sa[sa\_idx]] = sa\_idx  
  
 return inverse\_sa  
  
  
def merge\_sa(text, s0, s12, inverse\_sa):  
 sa = []  
 idx\_s0 = 0  
 idx\_s12 = 0  
  
 while (idx\_s0 + idx\_s12) < (len(s0) + len(s12)):  
 if idx\_s0 >= len(s0):  
 sa.append(s12[idx\_s12])  
 idx\_s12 += 1  
 continue  
  
 if idx\_s12 >= len(s12):  
 sa.append(s0[idx\_s0])  
 idx\_s0 += 1  
 continue  
  
 current\_s0 = s0[idx\_s0]  
 current\_s12 = s12[idx\_s12]  
  
 # проверяем первый символ  
 if text[current\_s0] > text[current\_s12]:  
 sa.append(current\_s12)  
 idx\_s12 += 1  
 continue  
  
 if text[current\_s0] < text[current\_s12]:  
 sa.append(current\_s0)  
 idx\_s0 += 1  
 continue  
  
 if text[current\_s0] == text[current\_s12]:  
  
 i = 1  
 while True:  
 # проверяем с помощью inverse\_sa  
 if (current\_s0 + i) % 3 == 0 or (current\_s12 + i) % 3 == 0:  
 # проверяем наличие второго символа  
 if text[current\_s0 + i] > text[current\_s12 + i]:  
 sa.append(current\_s12)  
 idx\_s12 += i  
 break  
  
 if text[current\_s0 + i] < text[current\_s12 + i]:  
 sa.append(current\_s0)  
 idx\_s0 += i  
 break  
  
 if text[current\_s0 + i] == text[current\_s12 + i]:  
 i += 1  
 continue  
 continue  
  
 if inverse\_sa[current\_s0 + i] > inverse\_sa[current\_s12 + i]:  
 sa.append(current\_s12)  
 idx\_s12 += 1  
 break  
  
 if inverse\_sa[current\_s0 + i] < inverse\_sa[current\_s12 + i]:  
 sa.append(current\_s0)  
 idx\_s0 += 1  
 break  
  
  
 return sa  
  
if \_\_name\_\_ == "\_\_main\_\_":  
 create\_sa(fulltext)